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**Описание задания**

1. Необходимо для произвольной предметной области реализовать от одного до трех шаблонов проектирования: один порождающий, один структурный и один поведенческий. В качестве справочника шаблонов можно использовать [следующий каталог.](https://ru.wikipedia.org/wiki/%D0%A8%D0%B0%D0%B1%D0%BB%D0%BE%D0%BD_%D0%BF%D1%80%D0%BE%D0%B5%D0%BA%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F) Для сдачи лабораторной работы в минимальном варианте достаточно реализовать один паттерн.
2. В модульных тестах необходимо применить следующие технологии:
   * TDD - фреймворк.
   * BDD - фреймворк.
   * Создание Mock-объектов.

**Текст программы**

1. Адаптер метод с тестом BDD
2. from abc import ABC, abstractmethod
3. import unittest
4. from unittest.mock import MagicMock
5. # Тест для Адаптера
6. class TestAdapter(unittest.TestCase):
7. def test\_payment\_adapter(self):
8. # Создаем Mock-объект для первого стороннего сервиса
9. service\_mock\_1 = MagicMock()
10. service\_mock\_1.process\_payment.return\_value = "Payment processed by Service 1"
11. # Создаем Mock-объект для второго стороннего сервиса
12. service\_mock\_2 = MagicMock()
13. service\_mock\_2.make\_payment.return\_value = "Payment processed by Service 2"
14. # Используем Mock-объекты в адаптерах
15. adapter\_1 = PaymentAdapter(service\_mock\_1, "process\_payment")
16. adapter\_2 = PaymentAdapter(service\_mock\_2, "make\_payment")
17. # Проверяем вызовы методов через адаптеры
18. self.assertEqual(adapter\_1.process\_payment(), "Processed via Adapter: Payment processed by Service 1")
19. service\_mock\_1.process\_payment.assert\_called\_once()
20. self.assertEqual(adapter\_2.process\_payment(), "Processed via Adapter: Payment processed by Service 2")
21. service\_mock\_2.make\_payment.assert\_called\_once()
22. # Целевой интерфейс нашей системы платежей
23. class PaymentSystem(ABC):
24. @abstractmethod
25. def process\_payment(self):
26. pass
27. # Адаптер для интеграции сторонних сервисов с нашей системой
28. class PaymentAdapter(PaymentSystem):
29. def \_\_init\_\_(self, third\_party\_service, method\_name):
30. self.third\_party\_service = third\_party\_service
31. self.method\_name = method\_name
32. def process\_payment(self):
33. method = getattr(self.third\_party\_service, self.method\_name)
34. return f"Processed via Adapter: {method()}"
35. # Использование
36. # Представление двух различных сторонних сервисов
37. class ThirdPartyService1:
38. def process\_payment(self):
39. return "Payment processed successfully by Service 1"
40. class ThirdPartyService2:
41. def make\_payment(self):
42. return "Payment processed successfully by Service 2"
43. service1 = ThirdPartyService1()
44. service2 = ThirdPartyService2()
45. adapter1 = PaymentAdapter(service1, "process\_payment")
46. adapter2 = PaymentAdapter(service2, "make\_payment")
47. print(adapter1.process\_payment())
48. print(adapter2.process\_payment())
49. # Запуск тестов
50. if \_\_name\_\_ == '\_\_main\_\_':
51. unittest.main()
52. Фабричный метод с тестом TTD
53. from abc import ABC, abstractmethod
54. import unittest
55. # Тест для Фабричного метода
56. class TestFactoryMethod(unittest.TestCase):
57. def test\_product\_creation(self):
58. # Создаем магазин книг и проверяем создание книги
59. book\_store = BookStore()
60. book\_product = book\_store.create\_product()
61. self.assertIsInstance(book\_product, Book)
62. self.assertEqual(book\_product.display\_info(), "Book: 1984 by George Orwell")
63. # Создаем магазин электроники и проверяем создание электронного устройства
64. electronics\_store = ElectronicsStore()
65. electronics\_product = electronics\_store.create\_product()
66. self.assertIsInstance(electronics\_product, ElectronicDevice)
67. self.assertEqual(electronics\_product.display\_info(), "Electronic Device: Apple Smartphone")
68. # Продукт - Товар в интернет-магазине
69. class Product(ABC):
70. @abstractmethod
71. def display\_info(self):
72. pass
73. # Конкретный продукт - Книга
74. class Book(Product):
75. def \_\_init\_\_(self, title, author):
76. self.title = title
77. self.author = author
78. def display\_info(self):
79. return f"Book: {self.title} by {self.author}"
80. # Конкретный продукт - Электронное устройство
81. class ElectronicDevice(Product):
82. def \_\_init\_\_(self, name, brand):
83. self.name = name
84. self.brand = brand
85. def display\_info(self):
86. return f"Electronic Device: {self.brand} {self.name}"
87. # Создатель - Интернет-магазин
88. class OnlineStore(ABC):
89. @abstractmethod
90. def create\_product(self):
91. pass
92. def sell\_product(self):
93. product = self.create\_product()
94. result = f"{self.store\_type} sold: {product.display\_info()}"
95. return result
96. # Конкретный создатель - Интернет-магазин книг
97. class BookStore(OnlineStore):
98. store\_type = "BookStore"
99. def create\_product(self):
100. return Book("1984", "George Orwell")
101. # Конкретный создатель - Интернет-магазин электронных устройств
102. class ElectronicsStore(OnlineStore):
103. store\_type = "ElectronicsStore"
104. def create\_product(self):
105. return ElectronicDevice("Smartphone", "Apple")
106. # Использование
107. book\_store = BookStore()
108. book\_result = book\_store.sell\_product()
109. print(book\_result)
110. electronics\_store = ElectronicsStore()
111. electronics\_result = electronics\_store.sell\_product()
112. print(electronics\_result)
113. # Запуск тестов
114. if \_\_name\_\_ == "\_\_main\_\_":
115. unittest.main()
116. Наблюдатель с тестом создание Mock-объектов
117. from abc import ABC, abstractmethod
118. import unittest
119. from unittest.mock import Mock
120. # Наблюдатель
121. class Observer(ABC):
122. @abstractmethod
123. def update(self, message):
124. pass
125. # Субъект - Корзина покупок
126. class ShoppingCart:
127. def \_\_init\_\_(self):
128. self.\_observers = []
129. self.\_items = []
130. def add\_observer(self, observer):
131. self.\_observers.append(observer)
132. def remove\_observer(self, observer):
133. self.\_observers.remove(observer)
134. def notify\_observers(self, message):
135. for observer in self.\_observers:
136. observer.update(message)
137. def add\_item(self, item):
138. self.\_items.append(item)
139. self.notify\_observers(f"Товар добавлен: {item}")
140. def remove\_item(self, item):
141. if item in self.\_items:
142. self.\_items.remove(item)
143. self.notify\_observers(f"Товар удален: {item}")
144. def display\_items(self):
145. return self.\_items
146. # Конкретный наблюдатель - Клиент магазина
147. class Customer(Observer):
148. def \_\_init\_\_(self, name):
149. self.name = name
150. def update(self, message):
151. print(f"{self.name} получил/а уведомление! {message}")
152. # Тест для Наблюдателя
153. cart = ShoppingCart()
154. customer1 = Customer("Никита")
155. customer2 = Customer("Екатерина")
156. # Добавляем клиентов в качестве наблюдателей
157. cart.add\_observer(customer1)
158. cart.add\_observer(customer2)
159. # Добавляем товары в корзину
160. cart.add\_item("Баскетбольный мяч")
161. cart.add\_item("Ноутбук")
162. # Удаляем товар из корзины
163. cart.remove\_item("Ноутбук")
164. # Отображаем текущие товары в корзине
165. print("Товар в корзине:", cart.display\_items())

**Экранные формы с примерами выполнения программы**

1. Adapter.py

![](data:image/png;base64,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)

1. Factory Method.py
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1. Observer.py

![](data:image/png;base64,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)